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Lazy Approach

1 Function Change (l)
2 begin
3 \((st_1, \mu_1, core_1) \leftarrow \text{SAT}(F \cup D^a \cup D^d \setminus \{l\} \cup \{-l\})\)
4 \((st_2, \mu_1, core_2) \leftarrow \text{SAT}(F \cup D^a \setminus \{l\} \cup \{-l\})\)
5 if \(st_1\) then
6 \(D^a \leftarrow D^a \setminus \{l\} \cup \{-l\}\)
7 \(D^d \leftarrow D^d \setminus \{l\}\)
8 return LEGAL
9 if \(st_2\) then
10 \(D^a \leftarrow D^a \setminus \{l\} \cup \{-l\}\)
11 \(D^d \leftarrow D^d \setminus \{l\}\)
12 \(D^d = \text{Reconfigure}(F \wedge D^a, D^d)\)
13 return RECONFIGURE
14 Explain\((F, D^a \setminus \{l\} \cup \{-l\})\)
15 return ILLEGAL
Eager Approach—Change

If $\mathcal{F} \cup \mathcal{D}^a \cup \mathcal{D}^d \setminus \{l\} \models l$, remember a reason $R_l \subseteq \mathcal{D}^a \cup \mathcal{D}^d$ s.t. $\mathcal{F} \cup R_l \models l$.

1 **Function** Change ($l$)
2 begin
3     foreach $k$ s.t. $l \in R_k$ do
4         remove $R_k$ as reason for $k$
5         mark $k$ as LEGAL
6     foreach $k$ is LEGAL do
7         Check($k$)
Eager Approach—Check Literal

Function Check ($l$)

begin

(st$_1$, $\mu_1$, core$_1$) ← SAT($\mathcal{F} \cup D^a \cup D^d \setminus \{l\} \cup \{-l\}$)
(st$_2$, $\mu_1$, core$_2$) ← SAT($\mathcal{F} \cup D^a \setminus \{l\} \cup \{-l\}$)

if st$_1$ then

mark $l$ as LEGAL

else if st$_2$ then

mark $l$ as RECONFIGURE

$R_1$ ← core$_1 \cap (D^a \cup D^d) \setminus \{-l\}$

else

mark $l$ as ILLEGAL

$R_1$ ← core$_2 \cap D^a \setminus \{-l\}$
## Experimental Results

<table>
<thead>
<tr>
<th></th>
<th>SPLOT rl</th>
<th>SPLOT rnd</th>
<th>LVAT mod</th>
<th>LVAT hard</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Algorithm</strong></td>
<td>eager</td>
<td>eager</td>
<td>lazy</td>
<td>lazy</td>
</tr>
<tr>
<td><strong>Maximal time</strong></td>
<td>0.008 s</td>
<td>1.3 s</td>
<td>2 s</td>
<td>41.76 s</td>
</tr>
<tr>
<td><strong>time &lt; 0.5 s</strong></td>
<td>100%</td>
<td>99.8%</td>
<td>99.9%</td>
<td>86%</td>
</tr>
<tr>
<td><strong>time &lt; 1.5 s</strong></td>
<td>100%</td>
<td>100%</td>
<td>99.9%</td>
<td>91%</td>
</tr>
<tr>
<td><strong># RECONF</strong></td>
<td>4199</td>
<td>79860</td>
<td>43821</td>
<td>28259</td>
</tr>
<tr>
<td><strong># ILLEGAL</strong></td>
<td>3987</td>
<td>97103</td>
<td>167795</td>
<td>55903</td>
</tr>
<tr>
<td><strong># LEGAL</strong></td>
<td>4314</td>
<td>73037</td>
<td>33384</td>
<td>5838</td>
</tr>
<tr>
<td><strong>Max. RECON</strong></td>
<td>0.006 s</td>
<td>0.5 s</td>
<td>2 s</td>
<td>41.76 s</td>
</tr>
<tr>
<td><strong>Max. ILLEG</strong></td>
<td>0.001 s</td>
<td>0.02 s</td>
<td>0.92 s</td>
<td>11.10 s</td>
</tr>
<tr>
<td><strong>Max. LEGAL</strong></td>
<td>0.006 s</td>
<td>0.32 s</td>
<td>0.005 s</td>
<td>0.01 s</td>
</tr>
<tr>
<td><strong>Max. INITIAL</strong></td>
<td>0.008 s</td>
<td>1.3 s</td>
<td>0.01 s</td>
<td>0.15 s</td>
</tr>
<tr>
<td><strong># models</strong></td>
<td>25</td>
<td>10</td>
<td>10</td>
<td>4</td>
</tr>
<tr>
<td><strong># variables</strong></td>
<td>60–366</td>
<td>10,000–10,000</td>
<td>684–14910</td>
<td>23,516–62,482</td>
</tr>
</tbody>
</table>
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  - For ILLEGAL, use MUS to explain.

- Developed a lazy algorithm, which computes a status of a variable on demand.
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Thank you for your attention!

Questions?